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Abstract

A real-world customer segmentation problem from a beverage distribution firm is addressed.
The firm wants to partition a set of customers, who share geographical and marketing attributes,
into segments according to certain requirements: (a) customers allocated to the same segment
must have very similar attributes: type of contract, type of store and the average difference of
purchase volume; and (b) compact segments are desired. The main reason for creating a partition
with these features is because the firm wants to try different product marketing strategies. In this
paper, a detailed attribute formulation and an iterated greedy heuristic that iteratively destroys and
reconstructs a given partition are proposed. The initial partition is obtained by using a modified
k-means algorithm that involves a GRASP philosophy to get the initial configuration of centers. The
heuristic includes an improvement method that employs two local search procedures. Computational
results and statistical analyses show the effectiveness of the proposed approach and its individual
components. The proposed metaheuristic is also observed very competitive, faster, and more robust

when compared to existing methods.

Keywords: Metaheuristics; Market segmentation; Iterated greedy heuristics; GRASP; Variable

neighborhood search.



1 Introduction

Market segmentation is a strategy that involves the division of a larger market into segments
of customers that have common needs and applications for products and services offered in the
market. These segments can be identified by a number of different features, depending on the
composition of each group. One of the main reasons for creating market segments is to know more
about the customers and to try different strategies in order to obtain greater customer satisfaction
and increased profits.

A real-world problem from a beverage distribution firm is addressed in this paper. Given a
set of customers, the firm wants to partition this set into segments. Each one must be composed
of customers with the most similar type of contract, type of store, and average purchase volume.
Customers of each segment must be as close to each other as possible. This last feature along with the
previously mentioned attributes allow the company to apply different product marketing strategies
to satisfy customer needs and to obtain more substantial profits. The first contribution of this
paper is the development of a detailed attribute formulation to represent this particular clustering
problem. From this model, an efficient Iterated Greedy Algorithm composed of destruction and
reconstruction procedures to generate feasible solutions is proposed. An adapted k-means algorithm
and an improvement method based on two local search procedures are applied to obtain a good
initial solution and further improve the solution quality given by the destruction-reconstruction
method, respectively. Empirical work indicates the effectiveness and robustness of the proposed
heuristic.

This paper is organized as follows. In Section [2] some literature about work done on optimization
problems in market segmentation is discussed. In Section [3] the problem and the associated attribute
formulation are described. Then, Section [4| details the proposed algorithm based on an Iterated
Greedy Algorithm to solve this problem. In Section [f| computational results are shown to demonstrate
the suitability of the proposed approach. We wrap up in Sections[6| with the conclusions and directions

for future research.

2 Literature Review

There has been a plethora of research on market segmentation approaches and solution methods,
dating back from the seminal work of Smith (1956). An extensive review of the literature on
market segmentation is given by Wedel and Kamakura, (2000). They carefully review each of several
approaches, along with a discussion of the supporting statistical methodology. (Cooil et al.| (2008)
review general approaches to customer segmentation, with an emphasis on the most powerful and
flexible analytical approaches and statistical models. A more recent survey can be found in [Liu et al.
(2012).



This section is divided into three parts. First, research on important computational issues
regarding market segmentation is discussed. Then a discussion on some of the most important

market segmentation techniques is provided. Finally, clustering methods are reviewed.

2.1 Market Segmentation Issues

Issues such as data measurement, the choice of computation models, the algorithm complexity, and
multi-objective optimization methods have been discussed by many authors. These issues explain

many commonalities and differences among market segmentation algorithms (Liu et al., 2012).

Similarity measures: Works such as (Green et al.| (1967) and |[Punj and Stewart| (1983) have
investigated and discussed the difficulties in determining the appropriate similarity measure in
market segmentation. Kleinberg| (2002) develops his impossibility theorem that describes the

degree of complexity of a clustering process.

Data dimensionality: There are certain problems, such as tourist segmentation, where the data
is characterized by small number of respondents and a large number of survey questions.
This causes serious methodological problems that have typically been addressed by using
factor-cluster analysis to reduce the dimensionality of the data; however, this kind of analysis
has been shown to be unacceptable to the issue of high data dimensionality in segmentation
(Dolnicar and Griin), 2008). To overcome this issue, techniques such as bi—clustering have been

proposed and studied by |Dolnicar et al. (2012) in a tourism segmentation context.

Computational complexity: Most market segmentation problems are difficult to solve. NP-
hardness has been established for many clustering problems (Aloise et al., 2009 Brucker, |1978)

Therefore, the need for heuristic approaches is well justified.

2.2 Market Segmentation Techniques

Clustering can be defined as a technique that groups entities similar in measured characteristics.
Following [Liu et al.| (2012), this definition of clustering to refer to a number of traditional clustering
methods that only optimize one within-segment homogeneity objective is used. According to this
view, methods such as clusterwise regression and automatic interaction detection are not clustering
methods because they do not optimize within-segment homogeneity. A fundamental task of market
segmentation is to group customers based on similarities in their needs and preferences, and clustering

is a common tool for such a purpose.

Descriptive market segmentation methods: Segmentation techniques can be classified into
descriptive or predictive methods depending on whether the method distinguishes between

independent or dependent variables. Descriptive techniques include clustering methods such as



k-means and its variations (Jain et all [1999; |Chiu et al., 2009), hierarchical clustering (Punj
and Stewart, 1983), p-median clustering (Klastorin, |1985), case-based reasoning (Chen et al.,
2010), and self-organizing map (Lee et al., [2002) methods. Probabilistic models are often used
for clustering as they take advantage of of the statistical inference capability (Fraley and

Raftery}, [1998) when the density distribution assumption holds for a data set.

Predictive market segmentation methods: These methods include response modeling meth-
ods such as clusterwise regression methods (Spath, [1979)), clusterwise logistic and mixture
regression methods (Wedel and Kamakura), 2000)). Predictive methods usually result in a
better predictive model for an individual segment rather than for the population as a whole,

and the within-segment homogeneity of predictors is relatively low.

Multi-objective market segmentation methods: Several multi-objective heuristics and meta-
heuristics have been developed in the past for market segmentation (Liu et al., 2010; Caballero
et al., 2011). Other techniques to address the multi-objective nature of market segmentation
are the multi-stage approach, which allows us to deal with one objective at a time iteratively
(Krieger and Green, |1996; Mo et al., 2010)), the transformation approach, which transforms
and combines multiple objectives into a single one (DeSarbo and Grisaffe], 1998} Brusco et al.,
2003), and modification of traditional descriptive clustering methods and predictive clusterwise

methods (Vriens et al., 1996)).

2.3 Clustering Methods

Clustering methods such as k-means are very popular due to their ease of implementation. This
method partitions the data set into k£ subsets so that all points in a given subset are closest to the
same cluster center. In a regular k-means algorithm, the cluster center is not necessarily one of the
objects; however, in this work, we consider a discrete version of the k-means algorithm, that is, one
where the center of each cluster explicitly corresponds to an object. Thus, in the reminder of the
paper whenever we refer to the k-means algorithm we mean the discrete version. Generally, the
k-means algorithm has the following important properties: (i) It is efficient in processing large data
sets; (ii) it often terminates at a local optimum; (iii) the clusters have spherical shapes. Choosing the
proper initial cluster centers is the key step in the classical k-means procedure. It is observed that
the well-known k-means algorithm is best suited for large data sets, whereas other approaches such
as artificial neural networks (ANNs), genetic algorithms (GAs), tabu search (TS), and simulated
annealing (SA) have been mainly tested on small data sets (Jain et al. [1999; Xu and Tian, [2015]).
One of the most commonly used objective functions for clustering problems is the Mean Square
Error (MSE) measure (Brusco and Stahl, 2005).

Clustering algorithms have been used in a large variety of applications such as image segmenta-

tion (Jain et al., (1995} Solberg et al., [1996), object recognition (Dorai and Jain, [1995), information



retrieval (Rasmussen), [1992), and data mining (Fayyad, |1996), among many others. A variety of
clustering techniques in the literature are reviewed and discussed more recently by [Xu and Tian
(2015).

3 Problem Description

This work addresses a real-world problem of a beverage distribution firm. Given a set of customers,
the firm wants to partition this set into segments. Each segment must be composed of customers with
the most similar type of contract, type of store, and average purchase volume as possible. Another
feature to consider is the compactness of the segments. The firm wishes to get a partition with these
features because it needs to apply different product marketing strategies. The attribute formulation
to represent the specific problem is presented first. Then, an iterated greedy algorithm that is
composed of two main phases, destruction and reconstruction, and uses a variable neighborhood

search to improve the solution is proposed.

3.1 Formulation of attributes

Let V =1{1,2,...,n} be a set of customers, K = {1,2,...,k} be a set of segments, S be a set of
types of products (SKU), C be a set of types of contracts, and E a set of types of stores. Note that |5/,
|C|, and |E| are the total number of SKU, types of contracts, and types of stores, respectively. The
considered parameters are: d;j, the Euclidean distance between customers ¢ and j, i # j,i < j € V;
a matrix A = {a;s}, where a;s represents the purchased volume (number of boxes) of SKU s € S
demanded by customer ¢ € V. The number of partitions k is also a given parameter.

Given a collection II of all feasible k-partitions from V', the problem consists of finding a

k-partition X = (X1,...,Xk) € II so as to minimize the following objective function:
?EHI}I f(X) = alfdisp(X) + a?fsku(X) + a3ftoc(X) + a4ftos(X) (1)

where faisp(X), foku(X), froc(X) and fios(X) are normalized values of the dissimilarity functions for
the attributes of dispersion, purchase volume, type of contract, and type of store, respectively, for
a given partition X. The values of o, € [0, 1], where Z;‘le a, = 1, represent the weights of these

dissimilarity functions. These dissimilarity functions are explained next.

Dispersion: To measure the dispersion of a given partition X we consider the sum of intra-cluster
distances (Brusco and Stahl, 2005). This is, for each segment ¢ € K, the total sum of the
distances between all pairs of customers 7 and j, where i < j,7,j5 € X,;. The sum of intra-
cluster distances corresponds to the sum of these totals. Small values of this sum represent

less dispersed segments. This is a very common measure used in the literature. In 1' d;; is



the normalized value of d;; given by Jij = d;j/dmax, Where dmax = max;<jcy{d;;}.

fdlSp Z Z dz] (2)

geK 1<jeXy

Purchase Volume: The way to represent the dissimilarity between customers, with respect to
this attribute, arose from a specific requirement of the firm. It is represented by the total sum
of squares of the differences between average purchase volumes for every pair of customers of
the same segment. For a given pair of customers ¢ and j the dissimilarity in purchase volume

is represented by:

2
K 2ses (aw - ZJf)

sku — v 3

@ S| (3)

where a;s is the volume (measured in boxes) that customer ¢ demands from product (SKU) s
and aiT = > s Gis is the total purchase volume for each customer i € X, ¢ € K, for all SKU
s. Consequently, for a given partition X, the total dissimilarity corresponds to the total sum

of squares of the differences between these volumes for all pairs of customers of each segment.

fsku Z Z qSku (4)

qeK i<jeXq

Type of Contract and Store: For the type of contract (store) the dissimilarity between cus-
tomers of a given partition X will be zero if the type of contract (store) for these customers is
the same; otherwise, it will be equal to one. Formally we can express it as h;j = 0 (g;; = 0) if
the type of contract (store) of customer i is equal to the type of contract (store) of customer
J,fori#ji<je Xy g€ K,and hjj =1 (g;; = 1) otherwise. The sum of all dissimilarities
between customers of each segment ¢ € X represents the total dissimilarity in these attributes

of the given partition.

ftoc Z Z hzg (5)

qeK i<jeXq
ftos Z Z 9ij (6)
qgeK i<jeXy

Under this definition, the dissimilarity function for two specific customers 4, j € V is given by
fij = aadij + cagif™ + ashi; + cagi;. (7)

Although it is well known that the scalar optimization approach to multiobjective combinatorial
optimization may fail to identify unsupported Pareto efficient solutions, it has to be noted that all
these dimensions represent a specific objective function that follows the business practices of the

firm. A posteriori multiobjective approach (for example, producing a Pareto front) is not acceptable



to the firm due to its inherent complexity with the four objectives (and the thousands of potentially
non-dominated points in the objective space). A convex linear combination of the four dimensions is
a much more user-friendly approach, once the most suitable values of a1, ..., a4 have been agreed
upon. Furthermore, the choice of this aggregation function is justified from a practical standpoint
as there are only a few weight combinations that are of interest. The purpose of this study is based

on the practical cases.



Pseudocode 1 IGACS(IterlGmax)

WO NN N N N N N N N H H o e e e s

31:
32: end while

33: return XPest

Input:

TterIGpax: Tteration limit;

Output:

XPest : Best partition found;

X < MKM(V, k, B, Itermax);
X < LS(X);
Xbest — X’

iter < 0;

71 ¢ 0.0001; I'mprovement < 1;

while (Improvement > 11¢ or iter < IterIGpax) do

Improvement < 0

X' + DestructionPhase(X);

X' + ReconstructionPhase(X");
X'« LS(X");

if (f

else

end

(X') < f(X)) then
X« X/;
if (f(X) < f(XP*')) then
Improvement < f(X%5) — f(X); X" « X;
end if

FXD— (X
f(Xbest) 9
if (iter == 0) then

7+ 0.1-gap
end if
if (gap < 7 and gap # 0) then

gap <—

X «+ X';5 as < as+ 1; csa + csa + f(X); nas < 0;

else
nas < nas + 1; cna < cna + f(X); as < 0;
end if
if nas = [y IterI Guax | then
T 2% nas < 0; cna + 0;
else if as = [y - [terIGmax| then
T+ T2 as + 0; csa + 0;
end if

if

iter < iter + 1;




4 Proposed Heuristics

The proposed heuristic in this paper, called Iterated Greedy Algorithm for Customer Segmentation
(IGACS), follows an Iterated Greedy (IG) algorithm framework (Ruiz and Stiitzle, [2007) which is a
metaheuristic related to the Iterated Local Search (ILS) of Lourenco et al.| (2002) that iteratively
applies local search in a special way focusing on the space of solutions that are locally optimal.
Instead of iterating over a local search as done in ILS, IG iterates over a greedy reconstruction
heuristic.

Besides its relatively simplicity, destroy-and-reconstruct heuristics have been particularly useful
for problems related to scheduling (Ruiz and Stitzle, |2007), |2008; |Fanjul-Peyro and Ruiz, 2010;
Urlings et al., [2010) and other generalized set covering problems (Jacobs and Brusco, |1995; Marchiori
and Steenbeek, 2000)), where it is especially challenging to produce feasible solutions. After the work
of [Ruiz and Stutzle (2007), many other authors, especially in the field of scheduling, have been
applying this methodology with good results (Lozano et al., |2011; Ribas et al. 2011). Local search
heuristics based on variable neighborhood search have also been applied to clustering problems
such as the maximally diverse grouping problem (Lai and Hao, 2016) and clustering data from
heterogeneous dissimilarities(Santi et al., 2016).

In the same way as the IG, IGACS generates a sequence of solutions by iterating over greedy
constructive heuristics using two main phases: destruction and reconstruction. During the destruction
phase, some elements are removed from a previously complete candidate solution (partition) initially
obtained by an adapted k-means algorithm. Then, the reconstruction procedure applies a greedy
constructive heuristic to reconstruct the partition. The algorithm iterates over these steps until a
stopping criterion is met. To improve the given partition, a Local Search (LS) procedure (described
below) is applied.

Pseudocode 1| shows the steps of the proposed IGACS. As a first step (Step 1) an initial partition
using a variation of the k-means algorithm proposed in this work, which we have called Modified
k-Means (MKM), is obtained. Then a local search (LS) based on two neighborhood structures is
applied (Step 2) to improve this partition. A full description of the proposed MKM and LS methods
is given in Section and respectively. This improved partition enters the iterative part of the
IGACS.

At each iteration of the IGACS (Steps 5-32), the solution goes through four main phases.
First, destruction and reconstruction phases are applied (Steps 7-8). In the former, D elements are
removed at random from the incumbent solution. In the latter, each removed element is reassigned
to the segment that produces the lowest increment in the dissimilarity measure. These methods are
further explained in Section [4.3] Once the partition has been completely reconstructed, the LS is
applied again to attempt to improve the partition (Step 9). Afterwards, an acceptance criterion

(Steps 10-30) is applied in order to decide whether the new reconstructed partition replaces the



current one or not.

If the total dissimilarity of the new partition is less than the current one, the current solution is
updated (Steps 10-11). Then, if the total dissimilarity of this current solution is less than the best
solution found until now, the Improvement value is computed and the best solution is updated too
(Steps 12-14). Otherwise, the algorithm goes through Steps 17-29. When a new solution is found
and it is not better than the current one, it can be accepted if its relative percentage deviation (gap)
is less than or equal to a certain threshold value 7 (Steps 20-21) computed in Steps 25-29 (or Steps
17-19 in the very first iteration). Here, csa/as (cna/nas) represents the average dissimilarity after
as (nas) iterations (proportional to the Iter!Gmax parameter), where as (nas) is the number of
consecutive iterations where worst solutions were accepted (not accepted). Similarly, csa (cna) is
the cost of lower quality accepted (not accepted) solutions. The IGACS iterates until the solution
improvement is less than a 774 threshold and a maximum number of iterations (IterlGpax) is

reached.

4.1 Initial Partition

To obtain the initial partition, a Modified k~Means (MKM) is proposed. Basically, in the traditional
k-means algorithm (Hartigan and Wong, (1979), k elements are selected to represent the initial
centers (means) of each segment, the others n — k elements are assigned to its closest center, and it
iteratively recalculates them based on the mean of each current group. This algorithm iterates until
a stopping criterion is reached. One of the most important advantages of this approach is that it can
find solutions quickly. The most notable disadvantage is that the solution strongly depends on the
initial selection of centers. The classic k-means is designed for elements which can be represented
with numerical data; however, some variations of this algorithm have been made to address the
nominal case (Guha et al., [2000; |[He et al., 2005). Pseudocode [2{ shows the general MKM procedure
for the obtention of the initial partition.

The MKM uses the most centered (the least dissimilar) elements of each segment according to
the weighted sum of dissimilarities . The distance between each pair of elements represents the
dissimilarity with respect to the four attributes studied in this work .

A Greedy Randomized Adaptive Search Procedure (GRASP) (Feo and Resende, 1995) is proposed
to find a better initial configuration of centers (Step 3). In a particular iteration, given a partial set
of centers K = {c1,...,c,}, a greedy function ¢(j) that measures the cost of assigning a node j as
a center is computed for all unassigned nodes j € V '\ K. Then a Restricted Candidate List (RCL)
is built by taking those candidates whose greedy function evaluation falls within 8 % from the best
possible value, in other words, the RCL is restricted by the quality parameter 5. An element from
the RCL is randomly chosen and added to K. Once the k centers are selected (Step 3), the rest of
the n — k elements are assigned to its closest center (Step 7) according to . At the end of this



procedure, if there are no further elements to assign, centers are recalculated in such a way that
new centers correspond to the most centered elements of each segment (Step 8). The best solution
is updated if the new solution has been improved (Steps 9-11). The inner cycle iterates until the
configuration of centers does not change. The complete process is performed a maximum number of

iterations Iterpax.

Pseudocode 2 MKM(V, k, B, Itermax)
Input:

V : Set of customers;

k : Number of segments;

B : GRASP RCL quality parameter;

Tterpax: Maximum number of iterations;
Output:

XPest : Best partition found;

1: XPest « (; dter « O;
2: while (iter < Itermax) do

3: K < locate_ centers(V, k, 8);

4: K’ « 0;

5: while (K’ # K) do

6: K + K;

7 X <+ assignment(V, K');

8: K+« reallocate__centers(X);
9: if (f(X) < f(XP*")) then
10: XPbest o X,
11: end if
12: iter < iter + 1;
13: end while

14: end while

15: return XPest

The purpose of introducing a GRASP-construction mechanism is to find a good configuration
of initial centers and obtain better quality solutions once the assignment step has been applied.
We use this method to get the initial partition for IGACS because k-means is one of the best
known algorithms for clustering problems due to its easy implementation and fast convergence
to good solutions. To further improve this partition, we tried three different strategies, based on
greedy heuristics for the k-dispersion problem developed by [Erkut et al.|(1994)), within the GRASP

construction phase to get this initial configuration.

e Strategy 1: Select the k& most disperse elements (considering only the dispersion attribute).

First, two nodes 7 and j whose d;; is the maximum are chosen and added to K. Then, for

10



the rest n — |K| elements, the minimum distance between each one of them and the elements
belonging to K is calculated, i.e., the greedy function is computed as ¢(j) = min{d;; : i € K}.
The RCL is formed by the elements with the highest value. This procedure is carried out until
|K| = k.

e Strategy 2: Select the k most dissimilar elements. It consists of the same procedure except that
now we directly use the dissimilarity function to establish the dissimilarity between each

pair of elements. In this regard, the greedy function is computed as ¢(j) = min{f;; : i € K}.

e Strategy 3: Select the k most dissimilar elements as in Strategy 2, except that now the

distance from a given node j to set K is measured by the sum, not by the minimum value,
Le., 6(j) = Lick fii-

In order to increase the diversity of solutions, we introduced a GRASP philosophy in each
strategy to select these k elements from a restricted list of candidates (RCL) which is formed using a
quality parameter 5. Once k centers are selected, the assignment procedure of the MKM is applied

to obtain a partition.

4.2 Improvement Procedure

The basic idea of the proposed local search (LS) procedure is to carry out the application of two
different neighborhood search schemes in a sequential manner. The LS is used to improve the
partitions obtained by the MKM procedure and the reconstruction phase of the IGACS. This LS
(Pseudocode [3)) is composed of two simple local searches or neighborhoods performed iteratively
(Steps 3 and 4). The algorithm terminates when no significant improvements (measured by €) are
found in Iteryg iterations.

The first neighborhood applied is based on insertion moves. The idea is to choose iteratively a
segment ¢ randomly from K. Then an element ¢ from X, is removed and reinserted into a segment
r. If the merit function ¢(i,r), that measures the benefit of inserting element i in segment 7, is
positive then the move is accepted and the corresponding segments X, and X, are updated. This
iterative process terminates when the current segment X, has been totally explored or as soon as an
improved move is found (first-found strategy). If no improved move is found, then another segment
is evaluated. The algorithm terminates when all the segments have been evaluated.

The swap neighborhood is based on swapping elements i € X, and j € X, from different segments
(¢ # r) considering the merit function ¢(i, j). If the benefit is positive, the move is accepted and
the corresponding segments ¢ and r are updated. The search stops when the number of segments
selected at random exceeds a predefined maximum number (Ppayx) of segments to evaluate, due to

the largest computational effort in each iteration.

11



Pseudocode 3 LS(X)
Input:
X : A k-partition;
Output:
X': A k-partition;

€+ 1.0 x 1075, iter « 0;
while (iter < Iterpg) do
X' <+ Insertion(X);
X' + Swap(X');
if (|f(X") — f(X)| < ¢) then
iter < iter + 1;
end if
X« X/,
end while

10: return X’

4.3 Destruction, Reconstruction, and Acceptance Criterion

The destruction phase detailed in Step 5 of Pseudocode [1] is simple: given a partition X, it removes
or unassigns D elements at random from X, and outputs the remaining partial solution or partition.
The reconstruction phase (Step 6 of Pseudocode [1)) takes the incomplete partition X as input and
reassigns the unassigned customers into the segment that produces the lowest increment on the
partition dissimilarity measure. That is, for any unassigned element i € V' \ X, assign i to the

segment X« where ¢* = argminge {Zjexq fij}. Its output is a complete partition X.

5 Computational Experience

The IGACS was implemented in C++ under a 64 bits Windows 7 operating system. The experiments
were carried out on a HP Workstation with Intel(R) @3.5 GHz, 16 Gb. of RAM. Since there
is only one real-world instance available for this specific problem, we developed previously a
descriptive analysis of the data in order to generate two sets of instances. The first set was
generated using a uniform distribution for geographical coordinates on a real-world case interval
X ~ U(25.343,25.978) and Y ~ U(—100.309, —99.722), and pseudo-real instance information for
the remaining attributes. The second set considers real-world coordinates from different store
locations obtained from the Mexican Institute of Statistics and Geography database (INEGI, http:
//www3.inegi.org.mx/sistemas/mapa/denue/default.aspx). For all experiments that consider
the first set, 15 instances for each size of n = 1000, 3000, 5000 were generated. For the second
set, 15 instances (5 of each size) are created. Therefore, a total of 60 instances were considered

for the computational tests. Instances can be tested with any value for the number of segments

12
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k. Nevertheless, for this study we have considered four different values of k. Values of k = 5,10
represent the number of segments which obtained the best Davies—Bouldin Index evaluation (Davies
and Bouldin, [1979) and the values of k& = 20, 25 represent the number of segments proposed by the
firm in the real-world case such that k = 5,10, 20, 25 are the values of k£ considered to evaluate the
performance of the proposed algorithm.

A total of 6 different vectors for « (o, where r € {1, 2,3, 4}) are tested, namely (0.25,0.25,0.25,0.25),
(0.1,0.4,0.4,0.1), (1,0,0,0), (0,1,0,0), (0,0,1,0) and (0,0,0,1). The first vector is referred to as “equal
weights” where the same preference is given to all objectives. The second vector corresponds to
the weights set by the company or the “commercial weights”. The other four vectors give complete
weight to each one of the four objectives or attributes (dispersion, purchase volume, type of contract
and type of store, respectively), ignoring the others. The response variable studied in this paper is
the average relative percentage deviation (ARPD) which is as follows:

— (X

ey X 100 (8)

1« f(X
ARPD = &3 ( }

where f(X) is the resulting objective function value found for each one of the N instances tested
that exist for each size n (N = 45 for the first set and N = 15 for the second set) and f(X"*") is
the best objective function value found for each one of these instances under the specified tested

conditions, i.e., a given number of segments k, and a specified weight vector a.

5.1 Calibration of Parameters

Initial experiments are performed to calibrate the parameters used for each component of IGACS.

These experiments are described in the following subsections.

Calibration of Strategy and j

As a first experiment, the MKM algorithm is assessed using the first set of instances. Table
shows the average deviation from the best solution found computed for each combination of «
averaged across all instance sizes n (1000, 3000, and 5000), number of k segments (5, 10, 20,
and 25), strategy applied, and the GRASP quality parameter (). The GRASP iteration limit is
set at Itermax = 100, except for the case when § = 0.0 as this is the greedy deterministic case
corresponding to a single execution of this algorithm for which Itery,x = 1 suffices. This experiment
contains the average of 100 replicates over the 45 instances tested for each segment size (18,000
results averaged). A parametric Analysis of Variance is carried out after considering the first four
a, values, B3, n, k, and the Strategy level as factors and ARPD as the response variable.

It was observed that Strategy 2 obtained better solutions for most of the cases (in comparison

with Strategies 1 and 3), especially when § = 0.2 except when the maximum weight is given to
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Table 1: Assessment of Strategy, and 8 within the MKM algorithm.

B for the GRASP method in MKM

« GRASP strategy 0 0.2 0.4 0.6 0.8 1 Average

(0.25, 0.25, 0.25, 0.25)  Strategy 1 3.24 0.42 0.65 0.95 1.30 1.73 1.4
equal weights Strategy 2 3.23 0.35 0.70 1.00 1.41 1.63 1.4
Strategy 3 11.23 4.47 3.66 2.24 1.80 1.70 4.2

Average 5.90 1.75 1.67 1.40 1.50 1.69
(0.10, 0.40, 0.40, 0.10)  Strategy 1 4.27 0.37 0.73 0.97 1.59 2.15 1.68
commercial weights Strategy 2 3.66 0.36 0.71 1.17 1.83 2.07 1.63
Strategy 3 8.94 4.96 5.79 3.73 2.89 2.30 4.77

Average 5.62 1.90 241 1.96 2.10 2.17
(1.00, 0.00, 0.00, 0.00)  Strategy 1 2.37 0.37 0.64 0.72 1.08 1.37 1.09
dispersion Strategy 2 2.37 0.35 0.61 0.76 1.01 1.30 1.06
Strategy 3 9.46 3.18 2.42 1.67 1.31 1.29 3.22

Average 4.73 1.30 1.22 1.05 1.13 1.32
(0.00, 1.00, 0.00, 0.00)  Strategy 1 15.88 2.25 2.12 2.24 2.17 2.05 4.45
purchase volume Strategy 2 18.71 3.81 2.57 1.92 1.99 1.93 5.16
Strategy 3 15.99 4.45 3.38 1.68 1.97 1.99 4.91

Average 16.86 3.50 2.69 1.95 2.04 1.99

(0.00, 0.00, 1.00, 0.00)  Strategy 1 ~ 263143.27 15435.75 16281.16 16373.83 16015.33 13574.44 56803.96
type of contract Strategy 2 705.63 649.84 648.03 644.57 646.69  14462.35 2959.52
Strategy 3 2054.15 1868.05  1850.42  1827.01  1831.98 9036.91  3078.09

Average 88634.35  5984.55  6259.87 6281.80 6164.67 12357.90

(0.00, 0.00, 0.00, 1.00)  Strategy 1 342.47 102.72 150.45 149.75 146.79 75.24 161.24

type of store Strategy 2 63.72 12.27 13.06 13.19 13.26 73.04 31.42
Strategy 3 69.14 12.50 12.79 13.49 13.46 71.87 32.21
Average 158.44 42.50 58.77 58.81 57.83 73.38

the purchase volume attribute the Strategy 1 with § = 1 showed better results. Aberrant results
were observed in the cases where the maximum weight is given to the attribute of type contract
or store. As it will be seen later on, this is rapidly fixed when the initial partition is subject to
local search or to the IGACS algorithm. For the remaining statistical experiments these two last
cases are no longer considered. Another interesting observation that can be made is by comparing
the deterministic MKM algorithm (column 8 = 0) with MKM when g > 0, particularly with the
column B = 0.2 where the best results were observed. For instance, for the first weight combination
(0.25, 0.25, 0.25, 0.25) the solution quality found indicates absolute average improvements of 2.82,
2.88, and 6.77 %, and relative average improvements of 6.73, 8.22, and 1.52 % with respect to the
solutions found by the deterministic MKM under Strategies 1, 2, and 3, respectively. Similarly, for
the second weight combination (0.10, 0.40, 0.40, 0.10) the solution quality found showed average
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relative improvements of 10.39, 9.28, and 0.80 %, over the ones found under Strategies 1, 2, and
3, respectively. For all other weight combinations, this significant improvement of MKM over the
deterministic MKM is clearly seen. Now, given that deterministic MKM corresponds to a single
iteration (with 8 fixed at 0.0), the computational effort employed by the MKM when 5 > 0.0 is
roughly Iteryax times as much as the one employed by the deterministic one. However, as can be
seen later in the last experiment, even for the largest instances tested, the time spent by MKM is
less than 300 seconds on average. Therefore, we conclude that the proposed GRASP version of the
MKM algorithm is indeed worthwhile as it significantly improves the solution quality with respect
to the deterministic MKM with a low computational effort.

A parametric Analysis of Variance is carried out after considering the first four «, values, 8, n,
k, and the Strategy level as factors, and the ARPD as the response variable. The corresponding
means plot of the interaction between the Strategy and 5 factors and § and «, factors are shown in
Figures [la] and respectively. As it can be seen in Strategies 1 and 2 outperform Strategy 3.
In the interaction figures, 5 = 0.2 seems to provides the best overall results; however, there is no
significant difference when compared to the other values (except 5 = 0). Means plot considers Tukey’s
Honest Significant Difference (HSD) at 95% confidence intervals for the interaction between Strategy
and f factors. When a = (0.25,0.25,0.25,0.25), (0.10, 0.40,0.40,0.10) and (1.00,0.00,0.00, 0.00),
Strategy 2 can be applied. For a = (0.00,1.00,0.00,0.0), Strategy 1 shows a better performance
than Strategy 2 and 3. On the other hand, in Figure [ID] the four weight vectors of « interact
with 3 values. It can be seen that better results are obtained when 5 = 0.2 using weight vectors
a = (0.25,0.25,0.25,0.25), (0.1,0.4,0.4,0.1), and (1,0,0,0). When « = (0,1,0,0) there is not

significant difference between values 5 > 0.4.

Interactions and 95.0 Percent Tukey HSD Intervals Interactions and 95.0 Percent Tukey HSD Intervals
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Figure 1: (a) Interaction between § and Strategy, and (b) Interaction between § and a.
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Calibration of P,y

A second experiment is carried out to establish the maximum number of iterations (Pyayx) for the
Swap procedure in the LS method. This stopping criterion is based on the number of segments
to evaluate. Four different values related to a specific percentage of this number of segments
were tested in order to set this parameter. Instance sizes of n = 1000, 3000, 5000, a weight vector
a = (0.25,0.25,0.25,0.25), a = 0.2, and the number of segments k = 5, 10, 20, 25 are fixed. Results
in Figure [2| show that, on average, the best ARPD value is obtained when P, .x = k; however, when
it is seen as the average for each instance size the Ppax = % (which is the second best average result)
show less deviation specifically for instances of size n = 1000. Therefore, the required computation

time is less than the first case. For that reason, this parameter is fixed to Ppax = g
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Figure 2: Assessment of parameter Pp.y in the LS procedure.

Calibration of IlterlGupax, v, and D

Once we have fixed the Ppax, the IterIGpax and v values used in the IGACS algorithm are set. For
this, 15 instances of size n = 5000, the maximum number of segments k = 25, and the Itery.x = 100,
are used. We have fixed a=(0.25, 0.25, 0.25, 0.25) and used the MKM with 5 = 0.2 and Strategy
2 since all the attributes are considered and this combination obtained the best evaluation in the
previous experiment, respectively. The stopping criteria considered for IGACS are as follows: stop
once the improvement is less than 0.0001 and the maximum number of iterations is IterIGpax = 50.
The goal of this test is to reduce the IterlIGnax in order to decrease computation time without
quality loss. Results show that most of the instances finished before 30 iterations. Also, there is no
significant improvement in most of them when IterlGuyax > 30. Therefore, IterlGpax = 30 is used
for the next experiments.

For the 7 parameter, we have considered the first set of instances (15 per each size n =
1000, 3000, 5000) and the parameters fixed in previous tests: Strategy 1, 5 = 1 for the purchase

volume attribute and Strategy 2 with § = 0.2 for the remaining values, the number of segments
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k = 5,10,20, 25, the [termax = 100, Ppax = %, and IterlIGunax = 30. Five different values for
~ = 0.10,0.20, 0.30,0.40, 0.50 were tested. Each value represents the proportion of the number of
iterations of IGACS to be performed before update 7 which is the self-adjusting parameter used to
evaluate if a worse solution should be accepted. Figure [3] shows that using v = 0.5 the algorithm
provides the best ARPD values when compared to the other values of ~.

On the other hand, the number of elements (D) to be removed from the solution (partition)
in the destruction phase of the IGACS algorithm is evaluated as well. For this experiment, the 15
instances from Set 1 are used and all the parameters are fixed as mentioned before. Four different
values of D based on a certain percentage of the instance size are evaluated. For example, for an
instance with n = 1000, 3000, and 5000, a 5% value for D equals 50, 150, and 250 elements to be
removed, respectively. Results show (Figure [4]) that the ARPD (5,400 results averaged for each
combination of a values) is better when a size of D = 15% or 20% is considered. Since there is
only a slight difference in the average computation time between both options, we have selected to

remove 20% of the elements for the remaining experiments.
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Figure 4: Assessment of parameter D.
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Figure 3: Assessment of parameter ~.

5.2 Evaluation of IGACS

Once parameters of the proposed methods have been set, the following experiment is carried out.
For each weight vector alpha, the proposed MKM algorithm (Strategy 1 for the purchase attribute
using $ = 1 and Strategy 2 for the remainder a’s with 5 = 0.20 in all cases) was tested with a
total of 100 replications per instance. The proposed LS algorithm was also assessed, i.e., the result
obtained in the MKM algorithm and then a single run of the L.S method. Lastly, the IGACS method
is also run 30 times after the initialization with the MKM+LS methods using D = 20%. Tables
show the improvement of the ARPDs between the MKM-LS and the LS-IGACS (Pseudocode
procedures, and also their required computational time (in seconds). The results are further detailed
and grouped by n and k. Columns 3-4 describe the ARPD improvement percentage obtained by
applying the LS to the MKM solutions and the improvement obtained after the iterative part of the
IGACS is applied to the resulting partitions from the LS.
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Table 2: Algorithm comparison, a = (0.25,0.25, 0.25, 0.25). Table 3: Algorithm comparison, a = (0.1,0.4,0.4,0.1).

Improvement (%) Time (sec) Improvement (%) Time (sec)
n k VNS IGACS MKM LS IGACS Total n k VNS IGACS MKM LS IGACS Total
1000 5 0.54 0.00 6.66 0.70 9.60 16.96 1000 5 0.64 0.02 7.06 0.78 10.77 18.61
10 1.61 0.03 9.35 0.89 11.35 21.59 10 1.94 0.03 8.39 0.89 11.13 20.42
20 3.63 0.08 13.02 0.99 12.11 26.12 20 4.98 0.25 12.10 1.09 12.65 25.84
25 4.92 0.12 11.56 0.77 9.51 21.84 25 5.67 0.21 11.10 0.77 10.00 21.87
3000 5 0.28 0.00 48.46 8.37 106.05 162.87 3000 5 0.45 0.00 42.35 8.28 100.85 151.48
10 1.23 0.01 54.66 12.62 119.33 186.60 10 1.57 0.01 42.91 11.32 119.42 173.64
20 2.96 0.06 52.10 13.41 125.18 190.68 20 3.67 0.06 42.07 16.17 125.57 183.81
25 3.47 0.07 41.92 18.71 132.99 193.63 25 4.30 0.04 41.92 18.71 132.99 193.63
5000 5 0.28 0.00 136.46  27.02 330.87 494.34 5000 5 0.37 0.00 117.18  25.83 317.11 460.12
10 1.05 0.00 152.85  49.61 404.70 607.16 10 1.29 0.04 109.51 11.32 119.42 240.25
20 2.30 0.03 141.23  51.91 429.01 622.15 20 3.38 0.03 97.63 49.97 363.94 511.55
25 3.03 0.05 134.11 68.15 436.80 639.05 25 4.02 0.05 90.78 68.49 385.59 544.86
Average 2.11 0.04 66.86 21.09 177.29 265.25 Average 2.69 0.06 51.92 17.80 142.45 212.17
Table 4: Algorithm comparison, a = (1.0,0.0, 0.0, 0.0). Table 5: Algorithm comparison, a = (0.0,1.0, 0.0, 0.0).
Improvement (%) Time (sec) Improvement (%) Time (sec)
n k VNS IGACS MKM LS IGACS Total n k VNS IGACS MKM LS IGACS Total
1000 5 0.51 0.00 7.09 0.61 9.66 17.36 1000 5 3.61 0.04 4.53 1.56 11.79 17.88
10 1.44 0.04 9.69 0.85 11.09 21.62 10 8.23 0.07 4.21 2.27 13.87 20.35
20 3.63 0.13 13.06 0.97 11.78 25.81 20 16.49 0.30 4.11 2.41 15.95 22.46
25 4.35 0.29 11.70 0.77 9.40 21.87 25 | 19.32 0.30 3.20 1.70 12.48 17.39
3000 5 0.31 0.00 55.05 8.73 106.61 170.39 3000 5 9.67 0.00 38.62 19.32 124.18 182.12
10 0.86 0.01 68.35 10.32 120.83 199.50 10 7.20 0.04 30.22 37.72 172.15 240.08
20 1.94 0.01 64.32 12.12 123.07 199.51 20 | 13.13 0.10 24.69 42.51 215.14 282.34
25 2.44 0.07 61.14 11.65 125.72 198.51 25 15.13 0.09 23.06 49.10 204.62 276.79
5000 5 0.20 0.00 115.24  19.37 245.84 380.45 5000 5 2.80 0.00 v 82.17 288.61 447.95
10 0.75 0.00 14791  28.73 278.28 454.92 10 6.59 0.05 57.17 105.35 421.16 583.68
20 1.57 0.02 141.62  33.12 282.12 456.86 20 11.77 0.08 45.60 126.83 453.46 625.88
25 1.94 0.06 133.61 37.42 285.91 456.93 25 | 14.08 0.06 43.13 120.07 473.69 636.88
Average 1.66 0.05 69.07 13.72 134.19 216.98 Average 10.67 0.10 29.64 49.25 200.59 279.48
Table 6: Algorithm comparison, a = (0.0,0.0, 1.0, 0.0). Table 7: Algorithm comparison, a = (0.0,0.0, 0.0, 1.0).
Improvement (%) Time (sec) Improvement (%) Time (sec)
n k VNS IGACS | MKM LS IGACS  Total n k VNS IGACS | MKM LS IGACS  Total
1000 5 100.07 0.00 8.23 0.55 8.01 16.79 1000 5 164.96 0.00 9.14 1.10 9.08 19.32
10 0.00 0.00 8.74 0.04 0.00 8.78 10 422.04 0.07 9.95 0.72 6.92 17.59
20 0.00 0.00 11.42 0.04 0.00 11.46 20 712.38 0.00 12.23 0.47 5.71 18.41
25 0.00 0.00 10.84 0.14 2.28 13.27 25 650.03 0.00 10.84 0.14 2.28 13.27
3000 5 103.67 0.00 60.64 6.02 83.42 150.08 3000 5 161.68 0.00 68.44 12.72 90.66 171.83
10 0.00 0.00 51.02 0.12 0.00 51.14 10 444.19 0.00 62.68 7.64 58.92 129.23
20 0.00 0.00 56.16 0.11 0.00 56.27 20 739.60 0.00 57.15 4.04 45.36 106.56
25 0.00 0.00 58.07 0.11 0.00 58.19 25 613.59 0.00 58.86 1.64 21.86 82.37
5000 5 106.24 0.00 122.60 13.23 179.15 314.98 5000 5 159.83 0.00 147.31  31.42 198.52 377.25
10 0.00 0.00 104.68 0.22 0.00 104.90 10 452.43 0.00 131.25 17.15 123.49 271.90
20 0.00 0.00 109.46 0.20 0.00 109.66 20 751.24 0.01 118.35 9.84 105.89 234.08
25 0.00 0.00 113.02 0.20 0.00 113.22 25 | 6575.53 0.00 115.81 4.00 56.02 175.83
Average 25.83 0.00 ‘ 59.57 1.75 22.74 84.06 Average 487.29 0.01 ‘ 66.83 7.57 60.39 134.80

Columns 5-7 represent the computation time required by each method to obtain. Finally, column
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8 shows the total time required by the complete IGACS procedure to obtain the final solution. As
can be seen, the results of the MKM algorithm improve considerably after a single pass of the VNS
method is applied. This is particularly important for the last two cases where the maximum weight is
given to the attributes of type of contract or store with o = (0.0, 0.0, 1.0, 0.0) or « = (0.0, 0.0, 0.0, 1.0).
The additional CPU time needed increases substantially, especially for larger problems. For example,
MKM needs 66.86 seconds on average for o = (0.25,0.25,0.25,0.25) and VNS requires an additional
21.09 seconds on average. The solution quality observed after applying IGACS is slightly better
then the one observed from LS. Of course, such improvements come at a computational cost, as the
additional CPU time of IGACS exceeds 473 seconds in the worst case for the largest instances of
5000 customers. In any case, the total CPU time of applying IGACS (which comes after applying
MKM, LS, and then IGACS) rarely exceeds 630 seconds in the worst case. Considering the large
size of the real-world clustering problem dealt with in this paper (up to 5000 customers), this is

highly acceptable.

Table &: Evaluation of LS within IGACS.

ARPD (%) Time (sec)
n k | Case A Case B Case C CaseD | Case A Case B Case C Case D

1000 5 0.00 0.06 0.71 0.22 17.42 17.82 5.15 19.12
10 0.02 0.00 1.38 0.02 17.98 18.39 10.50 12.39
20 0.36 0.00 3.14 0.03 21.39 21.68 11.35 17.10
25 0.00 0.02 6.58 0.02 20.80 17.76 9.53 24.39
3000 5 0.13 0.00 0.80 0.80 163.47 165.18  53.31 53.31
10 0.06 0.00 0.40 0.40 160.79  163.37  52.75 52.75
20 0.22 0.00 1.24 1.24 167.89 169.86  51.94 51.94
25 0.18 0.00 2.86 2.86 163.70 167.32  52.32 52.32
5000 5 0.00 0.12 0.99 0.99 406.65 412.52 127.76  127.76
10 0.00 0.00 0.33 0.33 416.00 42290 124.59 124.59
20 0.00 0.06 0.44 0.44 415.27  426.70 118.15 118.15
25 0.18 0.00 1.44 1.44 41790 42780 115.28 115.28

Average 0.10 0.02 1.69 0.73 202.61 199.10 61.05 64.09

The LS method applied after the MKM method improved enough the final solution and the
improvement obtained for the destruction and reconstruction procedures is not as great in comparison
with the one obtained from the LS at the beginning of IGACS. For that reason, the following test
was made in order to analyze clearly the performance of the IGACS method considering or not the

LS procedure inside of it. Four different cases were evaluated:
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e Case A: The proposed IGACS.

e Case B: Remove LS after MKM and before the iterative part of IGACS (the LS procedure

still remains to improve the reconstructed solutions).
e Case C: IGACS without LS (in any part of the algorithm).
e Case D: Apply LS to improve the final solution of IGACS after all reconstructions.

Table [8 shows the effectiveness of the LS method within IGACS. The best results were obtained
when LS is removed from the beginning of the IGACS and it is only used to improve the re-
constructed partition. The worst (highest) ARPD was obtained when LS is removed completely from
the proposed method. Also the IGACS required more time when LS was not applied to improve the
MKM solution, but at the end it showed the best results for all cases. Computation time decreases
significatively when LS is applied at the end of IGACS; however, it was not able to find better

solutions than the ones obtained when LS is applied after reconstructing each solution.

5.3 Comparison with Existing Methods

A final question remains about the comparison between the proposed approaches and the
segmentation methods used by the firm. While a quantitative analysis cannot be provided, it can
be clearly stated that the proposed approach is vastly superior. This is based on the fact that the
methods employed by the firm were basically manual and only guided by a Geographical Information
System (GIS). This manual process required hours of intensive work and the results were far from
optimal. Furthermore, the final result did not consider all the attributes in a meaningful way. With
our presented approaches the result is obtained much faster and the partitions have better values in
all tested attributes. Furthermore, no software licenses have to be paid. Nevertheless, as a good
practice, the performance of IGACS should be compared with other clustering approaches.

With this in mind, the purpose of this section is to present a comparison of the proposed
metaheuristic with some of the existing methods in literature. The Waikato Environment for
Knowledge Analysis (WEKA) is an open source software written in Java which contains a collection
of machine learning techniques developed by a research group from the University of Waikato. The
k-means algorithm is one of the methods of this collection. More information about this tool and
its methods can be found in Witten et al.| (2011). A second approach used for the comparison is
the hybrid data mining metaheuristic (DM-G) proposed by [Plastino et al.| (2011) for the p-median
problem. The C++ code of this metaheuristic was provided by the authors and tests were performed
considering the same server features as IGACS but under Ubuntu 14.04 Operating System to
avoid possible inconsistencies as it was developed for a Linux kernel. A third method, a GRASP

metaheuristic with path-relinking (PR-G), proposed by [Frinhani et al.|(2011)), is considered in this
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evaluation. The Java code was provided by the authors and tests were performed under the Windows
7 Operating System.

For this experiment, the second set of instances, the combination of weights o = (0.25, 0.25, 0.25, 0.25)
and the number of segments k = 5, 10, 20, 25 were taken into account. Parameters of IGACS are
fixed as proposed in Section [5] All source codes were adapted in order to match the objective
function of our studied problem. These five approaches are compared: the k-means algorithm from
WEKA, the DM-G, the PR-G, the proposed MKM (with 8 = 0.20), and the IGACS approach
which takes the MKM solution as initial solution to be improved. In a first test we set the stopping
condition for both DM-G and IGACS to 30 iterations, while for WEKA and MKM we use 100
iterations. On the other hand, PR-G was stopped after 1 elapsed iteration due to its high time

requirement. These results are shown in Table [9]

Table 9: Comparison of MKM and IGACS with existing methods (WEKA, DM-G, and PR-G).

ARPD (%) Time (sec)
n k | WEKA DM-G PR-G MKM IGACS | WEKA DM-G PR-G MKM IGACS
1000 5 17.83 6.20 0.00 8.19 0.06 5.39 30.89 25.22 2.07 23.02
10 | 58.75 11.71 0.96  29.55 0.00 4.63 30.46 38.81 2.37 23.45
20 | 71.38 16.24  0.00 38.41 0.26 11.52 30.34 58.70 3.78 30.30
25 | 60.06 14.68 0.04 34.70 0.00 28.27 30.26 69.23 4.51 33.78
3000 5 22.06 6.69 0.00 7.91 0.11 55.87  313.68 1886.05 13.03  248.26
10 | 53.22 11.93 0.00 31.02 0.46 56.16  310.46 1177.97 11.29 250.84
20 | 56.46 1794  0.00 36.02 0.27 59.87  309.48 1696.32 12.65 295.01
25 | 67.37 16.40 0.00  35.55 0.66 67.51  309.42 1781.26 12.73  307.80
5000 5 22.40 6.82 0.00 8.38 0.59 178.26  744.57 6809.83 40.91 731.17
10 | 53.55 11.55 0.00 32.94 0.18 171.42 73720 7648.47 28.84 611.12
20 | 56.80 18.17  0.00  32.23 0.06 200.02 735.29 10279.05 22.50 614.25
25 | 54.20 14.58 0.76  29.56 0.00 157.21  734.87 13338.75 22.33  693.02

In each cell, the ARPD of five instances, for a given number of clusters k, is shown. It is
remarkable than the MKM outperforms WEKA. However, although DM-G obtains better results
than the MKM, it does not outperform IGACS. PR-G obtained, in most of the cases, better results
than IGACS but the results of the latter are not so far from the best ones reported by PR-G. In
fact, IGACS can obtain very similar results in much less time. PR-G needs a large amount of time
to perform only one iteration.

In a second experiment, we set now the stopping condition for DM-G and IGACS to the time
required by PR-G after one elapsed iteration per each n and each k. This is given in Table Note

that columns referring to WEKA and MKM were omitted in the remaining tables since their results
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do not change significantly with respect to Table [9] We will only focus on the three approaches
that have yielded the best results. In Table [10| we can observe that, as the time increased, it was
possible for IGACS to improve the best solution of the PR-G approach in a few cases. The values in

parentheses indicate the number of best solutions encountered during experimentation.

Table 10: Comparison among DM-G, PR-G, and IGACS approaches. Stopping criterion for DM-G
and IGACS set to that of 1 iteration of PR-G according to each combination of n and k.

ARPD (%) Time (sec)
n k | DM-G PR-G IGACS | DM-G PR-G IGACS
1000 5 | 6.32(00) 0.00(5) 048(2) | 25.79 2522  25.43
10 | 10.35(0) 0.00(5) (3) 39.26 38.81 38.73
20 | 16.16(0) 0.00(5) 0.22(3) | 59.06 5870 5881
25 | 15.17(0) 0.89(0) 0.00(5) 69.58 69.23 68.90
3000 5 | 6.37(0) 0.01(1) 0.00(5) | 1922.99 1886.05 1887.60
10 | 11.44(0) 0.21(1) (4) | 1186.76  1177.97  1139.39
20 | 16.89(0) 0.00(5) 1.30(1) | 1702.45 1696.32  1702.54
( (0) (5)
() (2)
(5) (5)
(5) (2)
(2) (5)

25 | 15.97(0) 0.68(0) 0.00 1786.41  1781.26  1780.16
5000 5 | 6.55(0) 0.00(5) 0.41 6926.77  6809.83  6823.89
10 | 9.20(0) 0.00(5) 0.00(5 7698.9 7648.47  7668.59
20 | 16.39(0) 0.00(5) 0.57(2) | 10309.62 10279.05 10304.86
( 13372.68 13338.75 13370.41

25 |1 12.94

0) 0.36(2) 0.00

In the following experiment, we set the stopping condition for DM-G, PR-G and IGACS to the
maximum time required by the PR-G to perform one iteration per each size n. That is, for n =
1000, 3000, and 5000, time limit is set to 70, 1890, and 13340 sec, respectively. Results are displayed
in Table [T}

PR-G needs a big amount of time to perform only one iteration and, as aforementioned, we
used this time of a single iteration as a stopping time for both DM-G and IGACS. Basically, PR-G
cannot be stopped before this CPU time, which is a serious limitation of the method. Furthermore,
it seems that IGACS cannot reach the very best results in all cases when compared to PR-G. Still,
the difference in solution quality between both methods is largely minor and the speed advantage of
IGACS more than compensates this potential shortcoming.

In a last experiment, Table shows another advantage of IGACS, as it can be used in
collaboration with PR-G to further improve the solution obtained by PR-G. First, the PR-G was
run and, once the solution after a single iteration is obtained, it was used as an input to IGACS.

The stopping criterion for IGACS was half of the time required by PR-G.
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Table 11: Comparison among DM-G, PR-G, and IGACS approaches. Stopping time for DM-G,
PR-G and IGACS set to the maximum time required by the PR-G to perform one iteration among
all k for each fixed n.

ARPD (%) Time (sec)
n k| DM-G PR-G IGACS | DM-G PR-G IGACS
1000 5 | 5.87(0) 0.00(5) 1.03(1) | 71.61 7324  70.02
10 | 10.97(0) 0.69(3) 0.00(5) | 70.77 7532  70.01
20 | 16.16(0) 0.00(5) 0.46(1) 70.37 84.87 70.06
25 | 13.94() 0.00(5) 0.15(1) | 70.36  79.62  70.41
3000 5 | 6.07(0) 0.05(4) 0.00(5) | 1922.99 2226.36  1895.64
10 | 10.28(0) 0.00(5) 0.18(4) | 1903.27 2431.10  1890.91
20 | 16.61(0) 0.00(5) 0.47(1) | 1896.21  2387.95  1891.83
25 | 15.39(0) 0.20(1) 0.00(5) | 1895.11  2626.98  1896.16
5000 5 | 6.54(0) 0.00(5) 0.64(0) | 13566.36 14658.45 13343.40
10 | 8.90(0) 0.02(3) 0.00(5) | 13427.80 14544.31 13367.26
20 | 16.66(0) 0.00(5) 0.23(2) | 13379.88 16365.22 13361.42
25 | 13.01(0) 0.00(5) 0.07(2) | 13372.68 16757.67 13355.31

Table 12: Comparison between PR-G and IGACS taking as input the PR-G solution.

ARPD (%) Time (sec)
n k | PR-G IGACS | PR-G IGACS Total
1000 5 0.00 0.00 32.46 15.51 47.97
10 | 0.01 0.00 47.51 23.51 71.03
20 | 0.07 0.00 70.35 34.61 104.96
25 | 0.40 0.00 86.44 41.04 127.47
3000 5 0.00 0.00 2659.93 133543  3995.35
10 | 0.00 0.00 2025.81 1012.34  3038.16
20 | 0.05 0.00 3130.50  1570.14  4700.65
25 | 0.02 0.00 2905.46  1449.85  4355.31
5000 5 0.00 0.00 12123.77  6072.68 18196.44
10 | 0.00 0.00 12947.98  6492.73 19440.71
20 | 0.01 0.00 15158.60  7574.55  22733.15
25| 0.01 0.00 23395.06 11699.91 35094.96

It was observed that IGACS was able to further improve the solution of the PR-G in almost all
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runs. Given all these characteristics that IGACS presents with respect to PR-G, it can be concluded
that IGACS obtains solutions as almost as good as those obtained by PR-G but in much less time.
This makes it more robust and efficient than PR-G especially for large size instances which are

common in real-world applications.

6 Conclusions

In this study a formulation to represent a market segmentation problem that considers multiple
attributes, arising from a real-world application in a beverage distribution firm, is presented. An
iterated greedy algorithm (IGACS) to solve the problem efficiently was proposed. In addition, an
adaptation of the well-known k-means algorithm was developed to create partitions to our problem.
The modifications include three different GRASP-based strategies to select the initial configuration
of centers in an attempt to obtain better solutions. To improve the solution, a local search procedure
was developed and incorporated after the MKM and the reconstruction phase of the IGACS.

Comprehensive computational and statistical experiments have been performed for fine tuning
the algorithmic parameters of the IGACS. Some statistical tests were made to guarantee that the
observed differences in the average results were indeed statistically significant. Empirical results show
that applying the LS procedure after the MKM algorithm improve the dissimilarity of the partition
significantly. Moreover, IGACS can improve this dissimilarity even more. At the end of IGACS,
excellent results were obtained in a reasonable amount of time. Furthermore, the proposed approach
was compared with the k-means algorithm from WEKA and two metaheuristics proposed in the
literature. Results showed that IGACS outperformed the tested algorithms in terms of efficiency
and robustness.

About future research directions, although IGACS has shown an efficient performance during
the tests, it has room for improvement. One of the opportunity areas is still the selection of the
initial cluster centers. We have used the well-known k-means algorithm because of its simplicity and
its rapid convergence, and we tried to improve some of its main drawbacks such as the selection
of the initial centers creating a GRASP procedure and the problems caused by the presence of
outliers considering the most centered (similar) customers of each segment as cluster centers instead
of means. A new improvement to consider is the one proposed by Kanungo et al.| (2002)); |Likas
et al| (2003); Zalik| (2008). They use a k-d tree structure in which some information is stored
during the optimization process in order to avoid recalculating it in future iterations and make the
algorithm faster. Another improvement can be the use of a new alternative of the initialization
method; for example, Celebi et al. (2013) studied a computational efficiency comparison among
eight known initialization methods for the k-means algorithm and give some recommendations of
which algorithms are better suitable for certain situations. Another improvement can be to eliminate
the dependency on the number of clusters in the MKM as it is proposed in |Cheung (2003). Other

works involving more sophisticated procedures can be found in [Liu and Li| (2014]).
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Another important issue about scalarization is how each of the individual objective functions in
the scalar objective is normalized. As seen in Section |3, we normalized each individual objective
function by dividing by a quantity that guarantees each measure is in the 0-1 scale. A more robust
approach would be to normalize each function by considering the single-objective optimal value (or
best known value) as normalization factor. In this particular problem, the inherent difficulty of the
problem rules out the possibility of computing single-objective optimal objective function values.
Furthermore, no good bounds about the quality of individual best known values are known either.
Therefore, deriving either exact values or good quality bounds for the single-objective optimal values
become an interesting area for further research.
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