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Abstract

This study addresses a real manufacturing process of pieces that are produced with molds that are

mounted on machines. The characteristics of the system include setup times between jobs, dedicated

parallel machines, dedicated molds, and a different production rate for each piece-mold pair. There

is a demand for each type of piece, and when the company fails to meet this demand, it is often

forced to buy pieces from other companies to avoid loss of customers. We describe the system with

a new integer quadratically constrained programming model. The proposed formulation improves

others in literature as we do not force a mold to be mounted on a single machine, which is a

more realistic description of the production process itself. To solve the problem we decompose the

formulation into two subproblems: one that solves the lot-sizing of the products and another one

that verifies if there is a feasible schedule for the solution of the first subproblem. This methodology

is empirically tested, demonstrating its effectiveness on real size instances. Moreover, it reveals

that the counterintuitive case where a mold visits more than one machine happens more often than

expected.

Keywords: Manufacturing planning; assignment; lot-sizing; scheduling; integer linear programming;

decomposition.



1 Introduction

A number of manufacturing companies require auxiliary equipment, such as molds, for their pro-

duction processes. We base our study in a plastic injection system where molds are employed for

shaping plastics into useful objects. These molds vary in shape, size, and mechanical properties as

they are used for the production of different types of pieces. Generally, molds are extremely heavy

and need to be moved with cranes, resulting in a large amount of time used for their installation,

preparation, and removal (two hours on average for the plastic injection molds). The problem

arises when different molds are able to process the same type of piece and when each mold can

be installed on different machines, which represent assignment decisions. If we add the fact that

for every piece-mold pair there is a different production rate, then the problem is evident: how to

make an accurately schedule of the process to reduce wasted time due to installation and removal

of molds. Moreover, the objective of minimizing the cost of the unfulfilled demand is interest-

ing for the companies, since they are commonly forced to buy pieces from a third party to fulfill

the demand, in an effort to retain customers. We name this problem as the Piece-Mold-Machine

Problem (PMMP).

The characteristics of the PMMP system are the following (see Figure 1).

• Dedicated molds: Each piece of type i has a set of molds J(i) that can be used to make it.

In Figure 1 piece 1 can be produced with either mold 1 or mold 2.

• Different production rates: Each piece-mold compatible combination has its specific produc-

tion rate due to technical differences of the molds.

• Dedicated machines: Due to technical differences, each mold j can be assigned to a certain

number of machines M(j). In Figure 1, mold 2 can only be placed on machine 1.

• The demand of the plastic pieces is seldom fulfilled totally by the company. Thus, the

production capacity is expected to be fully used.

Therefore, it is necessary to make an accurate lot-sizing and scheduling of the pieces considering

real system constraints. The system we base our study on has constraints such as scarce auxiliary

equipment (molds), time-machine bounds, and presence of setup times. When the production of a

specific type of piece on some machine is finished, there are two possible situations: to process the

next type of piece with the same mold or to switch the mold. In the former case, a preparation time

(named here as piece-setup time) for the next type of piece must be considered. For instance, this

piece-setup time could represent a color or plastic change. In the latter case, if another mold is used,

its installation and removal time incur in a mold-setup time. Indeed, setup times are dependent

of both the last processed event and the event to be next. In general, mold-setup times are larger

than piece-setup times.
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Figure 1: Illustration of a PMMP diagram.

In Figure 2 a feasible solution of the PMMP system we are focusing on is represented. On

machine 2 there is a mold-setup time because mold 1 is placed after mold 4. Notice that mold 1 is

also used on machine 1, so we must consider that a mold cannot be used on more than one machine

at the same time. On machine 3 there are piece-setup times between the types of pieces 7 and 4

since mold 3 is used to produce pieces 7, 4, 5, and 9.
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Figure 2: PMMP production planning Gantt chart.

To consider the auxiliary equipment requirements in parallel machines one needs to avoihe

overlapping of processes that use the same mold, since most of the times this equipment is scarce.

Usually, scheduling formulations make assumptions about the auxiliary equipment such as unique

machine assignments. However, this implies sub-optimal solutions since it does not consider the

possibility of processing pieces with a specific mold in different machines, which is a feasible solution

and often occurs in real-life systems. Therefore, our main contribution is a new approach that gives

us the quantities of pieces to produce and the piece-mold-machine assignments such that there is

no overlapping of scarce equipment along the planning period.
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The new model representing PMMP is a quadratically constrained integer linear program

(QCILP) which is difficult to solve. Therefore, we propose a decomposition approach based on

lot-sizing and scheduling mixed integer linear programming (MILP) formulations that gives high

quality solutions in a reasonable time. A QCIQP is an optimization problem in which both the

objective function and the constraints are quadratic functions (Boyd and Vandenberghe 2004).

PMMP is a special case of QCIQP since the quadratic coefficients of its objective function are

equal to 0, i.e., its objective function is linear but some of its restrictions are quadratic.

The rest of the paper is organized as follows. First, in Section 2 is presented some related

literature from the scheduling and lot-sizing fields. The mathematical model of PMMP is described

in Section 3. Since its computational time is large, in Section 4 we propose a decomposition

approach by decomposing its QCILP formulation into two MILP subproblems. The first one is a

formulation with the objective of minimizing the weighted unfulfilled demand that sets the lot-sizing

of each piece and the piece-mold-machine assignments. The second one verifies if the solution from

the first stage has a feasible mold to machine schedule within the planning period. In Section 5, we

provide empirical evidence of the efficiency of our approach on real-word instances. We conclude

with Section 6 with some final remarks and directions for future research.

2 Literature Review

There are several features present in our problem corresponding to scheduling and lot-sizing pro-

blems. Scheduling problems often consider sequence dependent setup times between the processing

of different types of jobs. However, most of these works are focused on the single machine case

(Eren 2007; Eren and Güner 2006; Sourd 2006; Stecco, Cordeau, and Moretti 2008). Studies that

deal with the parallel machine case and sequence dependent setup times, for example Weng, Lu,

and Ren (2001), do not consider the use of auxiliary equipment such as molds. Other formulations

that present related characteristics to our problem are based on job grouping or scheduling fam-

ilies of jobs (Chen and Powell 2003; Haase and Kimms 2000; Li, Li, and Zhang 2005; Shim and

Kim 2008; Viĺım 2006). However, these types of problems, once again, do not consider additional

equipment (e.g. molds).

Chen and Wu (2006) study a scheduling problem on parallel machines with dedicated require-

ments for the use of molds. Setup times occur when there is a job requiring a different mold than

the previous one. Although the authors consider the requirement of molds, there is no possibility

of producing a piece with a set of molds, i.e., the piece-mold assignment is not needed as it is in our

problem. There are other formulations of scheduling problems that consider sequence dependent

setup times and mold requirements, such as Lin, Wong, and Yeung (2002), where pieces have to be

assigned to specific molds with different production rates. It is noteworthy that a mold is assigned
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to one machine only. Boctor, Renaud, and Rapp (2009) address a scheduling problem with the

multiple-mold requirement, where processing a specific job requires two specific mold types and a

setup implies stopping the entire production, since molds are unique and share common tools. This

study has, as far as we know, the most similar characteristics of mold handling when compared to

our problem, since the authors ensure molds that use common tools do not overlap for different

machines and each instance of time. The authors design heuristic procedures to solve it.

The PMMP has some features present in lot-sizing models such as machine-time capacity,

equipment assignment, and sequence dependent setup times (an excellent overview on lot-sizing

problems can be found in Karimi, Ghomi, and Wilson (2003)). Chen, Ye, and Zhang (2006) address

the problem of scheduling, where setups appear when different batch types (or job families) are

contiguously processed. Even so, auxiliary equipment is not considered. Dastidar and Nagi (2005)

consider lot-sizing and scheduling characteristics such as quantity production calculation, mold-

machine assignment, and sequence-dependent setup times. Nevertheless, the authors suppose that

a mold can be assigned to only one machine in each planning period. Ibarra-Rojas, Rios-Solis, and

Chacon (2010) make the same simplification. This allows them to derive an integer linear program

by eliminating the sequence-dependent setup times since they make the assumption of producing

the pieces assigned to the same mold one after the other. They determine the piece-mold assignment

and the lot-size for each piece-mold pair. They show that the problem is NP-hard and propose an

iterated local search algorithm for finding high quality solutions.

3 Quadratically Constrained Linear Program Model for PMMP

In this section we present a model that integrates the lot-sizing and the scheduling characteristics

of PMMP. We assume that a mold is installed at most once on each machine, but notice that it

can visit many machines. Indeed, if we have a mold that is installed twice in the same machine

then a solution that reduces the mold-setup times is the one that merges these two occurrences

into one. On the left hand side of Figure 3, on machine 1 we have that mold 1 is installed twice.

On the right hand side we have another solution that has merged these two occurrences. Notice

that mold 1 on machine 2 had to be rescheduled to avoid mold overlapping. This grouping idea

is consistent with the way that companies make their production and has been reported to yield

positive results when implemented in solution algorithms (e.g., Chen and Wu (2006)). In fact, the

company in which this study is based on, uses this assumption in practice.

For the formulation, let I be the set of pieces the company can produce, J the set of available

molds for the production of the pieces, and M the set of available machines. We define J(i) as the

set of molds that can produce piece i, M(j) as the set of machines compatible with mold j, I(j)

as the set of pieces that can be produced using mold j, and Jm(k) as the set of molds that can
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Figure 3: Illustration of the assumption that a mold is installed at most once on each machine.

be placed on machine k. The problem parameters required for our mathematical model are now

described, and are summarized in Figure 5 of Section 4.

Demand of piece i is denoted as di. The parameter denoted by stij corresponds to the piece-

setup time of i if produced with mold j, which is independent of the job sequence. Parameters

itjk and dtjk represent the installation and removal time of mold j on machine k, respectively.

There are molds that can produce the same piece type but at a different rate (more or less cavities)

due to technological reasons. Hence the inverse production speed of piece i when using mold j is

represented by vij . Each machine k has an available time for production: tmk. These times can

vary from one machine to another due to the company’s preventive maintenance plans.

It is necessary to include a set of binary variables Bijk, taking the value of 1 when there is at

least one piece of type i produced with mold j in machine k. Similarly, we make use of another set

of binary variables Njk, which take the value of 1 if mold j is installed on machine k. Variables

Xijk represent the amount of pieces i to be produced with mold j on machine k.

A common problem in industry is minimizing the cost of the unfulfilled demand. As a conse-

quence, we implicitly seek to maximize the cost of the weighted fulfilled demand. The weight wi of

each piece can be the cost of buying it from another company. Therefore, the objective function of

the Piece-Mold-Machine Problem is then

max
∑

i∈I
wi

∑

j∈J(i)

∑

k∈M(J)

Xijk. (1)

System constraints for the lot-sizing of the pieces and for the piece-mold-machine assignments are

described by the following expressions.
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∑

j∈J(i)

∑

k∈M(j)

Xijk ≤ di i ∈ I (2)

Xijk ≤ diBijk i ∈ I, j ∈ J(i), k ∈M(j) (3)
∑

j∈Jm(k)

[Njk(itjk + dtjk) +
∑

i∈I(j)

(Xijkvij + Bijkstij)] ≤ tmk k ∈M (4)

∑

i∈I(j)

Bijk ≤ |I(j)|Njk j ∈ J, k ∈M(j) (5)

Xijk ∈ Z+, Bijk ∈ {0, 1}, Njk ∈ {0, 1} j ∈ J, i ∈ I(j), k ∈M(j)

Constraints (2) limit the quantity of produced pieces of type i to the demanded amount, as

demand must not be exceeded. Constraints (3) avoid producing pieces of type i with mold j

mounted on machine k if the pieces of type i are not assigned to mold j or if mold j is not assigned

to machine k. Constraints (4) limit the available time of each machine by taking into account the

mold-setup times, the production speed of the pieces, and the pieces-setup times. Constraints (5)

assign mold j to machine k if there is at least one piece produced with this mold-machine pair,

regardless of the type of piece. Finally, last constraints define the domain of the decision variables.

Notice that sets I(j), M(j), J(i), and Jm(k) represent the equipment compatibility.

It is important to recognize as an infeasible case the situation where a mold is assigned to

different machines in such a way that this mold processes pieces simultaneously on these machines,

i.e., the situation when we have overlapping molds. One may think that this situation is not

very common, since the setup times tend to be minimized, but in Section 5 we empirically prove

that it happens more often than imagined. However, by adding to the model the following set of

constraints
∑

k∈M(j)

[Njk(itjk + dtjk) +
∑

i∈I(j)

(Xijkvij + Bijkstij)] ≤ max
k
{tmk} j ∈ J, (6)

we considerably decrease the amount of overlapping molds as we are limiting the time used by

mold j in all machines to the maximum available machine time. Nevertheless, the possibility of

overlapping molds still exists. To ensure that we have a feasible solution we must add new sets of

variables and restrictions that guarantee a feasible scheduling of the molds on the machines. First,

one needs dependent variables Tjk to track the total time each mold j is used on machine k:

Tjk = Njk(itjk + dtjk) +
∑

i∈I(j)

(Xijkvij + Bijkstij), j ∈ J, k ∈M(j). (7)

Then, we introduce the set of precedence binary variables Fj′jk, taking the value of 1 when

mold j is installed after mold j′ in machine k. In counterpart, the set of binary variables Gjk′k take

the value of 1 if mold j is installed on machine k′ before it is installed on machine k. Moreover,

6



we make use of binary variables Yjlk, acquiring the value of 1 if mold j is the l-th event in machine

k, i.e., each event of machine j is the installation of a new mold. Finally, variables Zjqk take

a value of 1 if machine k is the q-th machine visited by mold j. Event index l belongs to the

set Lk = {1, · · · ,∑j Njk} for all k. Similarly, q ∈ Qj = {1, · · · ,∑k Njk} for all j. The set of

constraints that make a feasible scheduling of the molds on the machines are as follows.

∑

j′ 6=j

Tj′kFj′jk + Tjk ≤ tmk j ∈ J, k ∈M(j) (8)

∑

j′ 6=j

Tj′k′Fj′jk′ + Tjk′ ≤
∑

j′ 6=j

Tj′kFj′jk +M(1−Gjk′k) j ∈ J, k, k′ ∈M (9)

∑

l∈Lk

Yjlk = Njk k ∈M, j ∈ Jm(k) (10)

∑

j∈Jm(k)

Yjlk = 1 k ∈M, l ∈ Lk (11)

∑

l∈Lk

(lYjlk)−Njk =
∑

j′ 6=j

Fj′jk k ∈M, j ∈ Jm(k) (12)

∑

q∈Qj

Zjqk = Njk j ∈ J, k ∈M(j) (13)

∑

k∈M(j)

Zjqk = 1 j ∈ J, q ∈ Qj (14)

∑

q∈Qj

(qZjqk)−Njk =
∑

k′ 6=k

Gjk′k j ∈ J, k ∈M(j) (15)

Fj′jk ≤ NjkNj′k j ∈ J, k ∈M(j), j′ 6= j (16)

Gjk′k ≤ NjkNjk′ j ∈ J, k ∈M(j), k′ 6= k (17)

Gjk′k + Gjkk′ ≤ 1 j ∈ J, k, k′ ∈M (18)

Fj′jk + Fjj′k ≤ 1 j, j′ ∈ J, k ∈M (19)

Fj′jk, Gjk′k, Yljk, Zqjk ∈ {0, 1} j, j′ ∈ J, k, k′ ∈M, l ∈ Lk, q ∈ Qj

Constraints (8) bound the completion time of mold j on machine k to the available machine

time. Constraints (9), illustrated by Figure 4, imply that the time when mold j can be installed

on machine k must be larger than its completion times on other machines k′ where is was placed

before. Thus, mold j must be placed on machine k after all its previous uses on different machines

have been entirely finished. Value M corresponds to a very large number. Notice that (8) and (9)

are non linear.

Assignment constrains (10) express that if mold j must be placed on machine k (Njk = 1)

then this event must be one of the l events that are going to take place on machine k, i.e., these

equations assign one of the possible events to the task conformed by the use of mold j in machine
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Figure 4: Illustration of constraints (9) when Gjk′k = 1.

k. Constraints (11) say that each event in Lk of each machine k corresponds to only one mold-

(machine k) assignment. Expressions (12) define that the number of events that take place before

mold j is installed on machine k must be equal to the number of molds j′ installed before j on

machine k.

Constraints (13)-(15) are analogous to (10)-(12) but now from the point of view of the machines

that every mold visits. For instance, constraints (13) assign the q-th machine where mold j is going

to be installed. Constraints (14) are the assignments of the q visits of mold j. Constraints (15) sets

the q − 1 machines visited by mold j before being installed on machine k. Moreover, constraints

(16) and (17), that can be easily linearized, set the relationship between variables Fj′jk and Gjk′k

with Njk and Nj′k. Constraints (18) and (19) avoid inconsistencies on the precedence variables.

Finally, last constraints define the domain of the decision variables.

Summarizing, the QCILP for PMMP is as follows:

max
∑

i∈I
wi

∑

j∈J(i)

∑

k∈M(j)

Xijk

subject to (2)− (19)

Xijk ∈ Z+, Bijk ∈ {0, 1}, Njk ∈ {0, 1} j ∈ J, i ∈ I(j), k ∈M(j)

Fj′jk, Gjk′k, Yljk, Zqjk ∈ {0, 1} j, j′ ∈ J, k, k′ ∈M, l ∈ Lk, q ∈ Qj

As mentioned in Section 2, in Ibarra-Rojas, Rios-Solis, and Chacon (2010) the authors propose

a similar problem to PMMP but suppose that a mold can be assigned to only one machine. Their

mathematical model substantially differs from ours since they do not have to guarantee a feasible

schedule. Nevertheless, the same reduction they use to prove the NP-hardness of their problem can

be adapted for PMMP.

Solving PMMP with a quadratic branch and bound (B&B) such as in CPLEX 11.2 did not yield

feasible solutions in less than one hour. Indeed, constraints (8) and (9) are not convex, therefore

the B&B algorithm tries to convexify them which is probably the reason for the inefficiency of

this approach. The number of original variables is already considerable, therefore we do not try to
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linearize the quadratic constraints. Instead, we propose to decompose PMMP into two MILPs and

solve them sequentially, as will be shown in Section 4.

4 A Decomposition Approach for PMMP

Given the complexity of PMMP, a decomposition approach is proposed. This method attempts to

exploit the structure of two related subproblems. In the first level, the Lot-Sizing and Assignment

subproblem (LSA) obtains a lot-sizing of the pieces together with a mold-machine assignment.

Then, in a second level, a feasibility subproblem called Mold Overlapping Detection (MOD) is

solved to verify if there is a scheduling of the molds on the machines for the solution obtained

by LSA.

LSA is a MILP given by:

max
∑

i∈I
wi

∑

j∈J(i)

∑

k∈M(j)

Xijk

subject to (2)− (6)

Xijk ∈ Z+, Sijk ∈ {0, 1}, Njk ∈ {0, 1} j ∈ J, i ∈ I(j), k ∈M(j)

As mentioned before, LSA gives as a solution the number of pieces to produce of each type,

the molds in which the pieces will be processed, and the machines where the molds are going to

be placed. Nevertheless, this solution may be infeasible, since a single mold can be installed in

two machines at the same time. Although the presence of constraints (6) considerably reduce the

amount of overlapping molds, in Section 5 we provide evidence of the mold overlapping situation.

Note LSA formulation is a relaxation of PMMP.

There is a simple way to verify if a solution given by LSA is feasible by looking at the values of

the variables Njk (mold j is installed or not on machine k). There is no risk of having overlapping

molds if each of the molds is assigned to at most one machine, that is,

∑

k∈M(j)

Njk ≤ 1, j ∈ J. (20)

This is a sufficient condition that guarantees that the solution given by LSA is optimal to PMMP.

If conditions (20) are not satisfied, we have at least one mold assigned to two or more machines

implying there could be mold overlapping in the schedule that must be detected. To this end,

we solve MOD that is an integer linear constraint satisfaction problem where Njk, Sijk, and Tjk

correspond now to input parameters.

MOD: Are there 0-1 values for variables Fj′jk, Gjk′k, Yljk, Zqjk (j, j′ ∈ J, k, k′ ∈M, l ∈ Lk, q ∈
Qj) such that constraints (7)-(19) are satisfied?

Figure 5 compiles the notation we have used so far. It also schemes the input/output relations

between LSA and MOD.
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wi cost of piece i if bought to a third party

di demand piece i

itjk + dtjk mold-setup time of mold j on machine k

vij inverse of the production rate of piece i on machine j

stij piece-setup time of piece i if executed on mold j

tmk available time of machine k

i ∈ I pieces, j ∈ J molds, k ∈Mmachines

J(i) set of molds that can produce piece i

M(j) set of machines compatible with mold j

I(j) set of pieces that can be produced by mold j

Jm(k) set of molds that can be placed on machine k

l ∈ Lk = {1, ...
�

j

Njk}, l-th mold placed on machine k

q ∈ Qj = {1, ...
�

k

Njk}, q-th machine visited by mold j

Indices and sets

Fj�jk = 1 if mold j is installed after mold j� on machine k

Gjk�k = 1 if mold j is installed on machine k� before than in machine k

Yjlk = 1 if j is the l-th mold installed on machine k

Zjqk = 1 if k is the q-th machine visited by mold j

Xjk amount of pieces i produced by mold j on machine k

Bijk = 1 if at least one piece i is produced with mold j on machine k

Njk = 1 if mold j is installed on machine k

Tjk time mold j is used on machine k

Figure 5: Input and output relations between LSA and MOD.

The decomposition method, named as DPMMP, is presented in Algorithm 1. First LSA is

solved. If sufficient conditions (20) are verified, then the LSA solution is overlapping free, hence

optimal. Otherwise, MOD is solved with the values of variables X̄ijk, N̄jk, and B̄ijk as parameters.

If there is a feasible mold to machine schedule, then the LSA solution is optimal for PMMP. If

this is not met, then one must solve again the LSA model but this time the previously obtained

solution X̄ijk must be avoided (as described in the next subsection).

LSA and MOD can be solved by a B&B algorithm. Note that although Step 11 may yield

an exponential number of iterations, in practice this seldom happens. In Section 5, experimental

evidence shows that DPMMP procedure needs at most two iterations.

Cutting-off a Previous LSA Infeasible Solution for MOD

As mentioned before, when the problem MOD turns out to be infeasible it means that the last LSA

solution must be avoided from the solution set of LSA. To this end, we propose the following cut.

Let x̄ = (x̄1, . . . , x̄n) be the values of the solution to be cutoff. Let I = {i|x̄i = 1} and

Ī = {i|x̄i = 0}. Then the following constraint cuts-off this particular solution without cutting off
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Algorithm 1 DPMMP: Decomposition algorithm for PMMP.

Input: Instance of PMMP

Output: Xijk, Yjlk {Quantity-assignment variables and scheduling variables}
1: FeasibleF lag ← ∅
2: while (FeasibleF lag = ∅) do

3: Solve LSA to obtain the values of the variables X̄ijk, N̄jk, and B̄ijk

4: if (N̄jk ≤ 1, ∀j ∈ J, k ∈M(j)) then

5: FeasibleF lag ← 1 {The LSA solution is mold overlapping free}
6: else

7: Solve MOD with values of N̄jk, B̄ijk and X̄ijk as input

8: if (MOD is feasible) then

9: FeasibleF lag ← 1 {The LSA solution is mold overlapping free}
10: else

11: Add to LSA cut (21) associated to the actual values of X̄ijk

12: end if

13: end if

14: end while

any other feasible solution for LSA:

∑

i∈I
xi +

∑

i∈Ī

(1− xi) ≤ n− 1. (21)

Indeed, the only manner this inequality could be equal to n is by taking the values of x̄. This cut is

useful for binary variables but it is well known that any integer can be expressed in a binary form.

5 Experimental Results

In this section we test the efficiency of algorithm DPMMP to solve PMMP. To this end, we use the

same instance generator proposed by Ibarra-Rojas, Rios-Solis, and Chacon (2010) since, except for

the weight of pieces, it is based on information provided by a real manufacturer of plastic products.

Parameters are integers uniformly generated within the following ranges: di ∈ [1000, 18000], vij ∈
[1/120, 1/1000], wi ∈ [1, 10]. The piece-setup time is set to stij = 0, for all i and j. Indeed, these

values do not affect the behavior of the algorithm, provided that stij � itjk + dtjk. The available

time of all the machines is set to tk = 24 hours.

On the one hand, the difficulty of the instances resides on the mold-setup times (in hours).

Hence, we generate two set of instances. Mold-setup times of instance set E take integer values

uniformly generated as follows: itjk + dtjk ∈ [.75, 1.15]. More difficult instances H are obtained by
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uniformly generating the installation setup time and the removal setup time independently from

[.75, 1.15], i.e., itjk ∈ [.75, 1.15], and dtjk ∈ [.75, 1.15].

On the other hand, we consider (as in Ibarra-Rojas, Rios-Solis, and Chacon (2010)) two density

levels (percentage of compatibilities) for the piece-mold compatibility, rij , and the mold-machine

compatibility, mjk. In general, a higher density makes a more difficult instance since there are more

choices (therefore more variables). We use densities of 5% and 15% for the piece-mold compatibility

together with a density of 60% for the mold-machine compatibility. Preliminary tests showed that

the difficulty of an instance does not reside in the mold-machine density and 60% is close to the

reality. Instances with 5% for the piece-mold compatibility correspond to a small enterprise or to

old molds and machines. Realistic values are around 15%.

Note that we cannot compare our results to the ones of Chen and Powell (2003), Tsai and Tseng

(2007), or Ibarra-Rojas, Rios-Solis, and Chacon (2010) because they assume that a mold can be

only placed on at most one machine, so in essence we address a different problem.

For solving the instances we used GAMS/CPLEX 11.2 as the MILP optimizer (we kept the

default settings except for the optimality tolerance that we set to 1 × 10−8) on a Sun Fire V440

with 4 UltraSparc III processors at 1.062 GHz and 8 GB of RAM. We set a time limit of one hour

for each iteration of LSA, and another hour limit for each iteration of MOD.

Table 1 presents the experimental results obtained by solving the instance set E with DPMMP,

while Table 2 is for the instance set H. Each row of these tables is the average of 10 executions of

different instances. The variance between each class of instances is not significant, so the average

is a good indicator of the results. The tables present only the first iteration of the algorithm

since only two out of 100 needed a second iteration (these two instances will be discussed later).

Column “Instances” refers to the instance size: number of pieces, number of molds, and number

of machines, (|I|, |J |, |M |). Column “Densities” is about the densities of the piece-mold and the

mold-machine compatibilities denoted as rij and mjk, respectively. Column “LSA GAP %” is the

relative gap obtained when solving LSA with CPLEX B&B. Column “LSA Time” is the average

time in seconds that CPLEX took to solve LSA, limited to one hour. Column “Molds (
∑

k Njk)”

indicates how many molds are assigned to different machines in the most extreme single instance:

a value of 5→2 indicates that there is an instance for which 5 molds visit, each of them, 2 machines

(“-” indicates that all molds visit only one machine). Column labeled as “MOD %” shows the

percentage of instances that needed MOD to check for a feasible scheduling. The “Overlap free %”

column represents the percentage of instances that have a feasible scheduling for the LSA solution.

Finally, the last column is the average time in seconds needed by CPLEX to solve MOD.

The real size of the instances we observed in a plastic manufacturing company were (120, 80,

20) with a density of (5, 60), from the instance set E. Indeed, the maximum size of the instances

presented in Tables 1 and 2 is, to the best of our knowledge, the largest in literature.
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Instances Densities LSA LSA Molds MOD Overlap MOD

(|I|, |J |, |M |) (rij ,mjk) GAP % Time (
∑

k Njk) % free % Time

(50,30,5) (15,60) 0.00 103.4 1→2 10 100 0.4

(120,80,20) (5,60) 0.76 3600.0 5→2 100 100 14.3

(120,80,20) (15,60) 1.00 3600.0 5→2 80 100 14.3

(200,120,25) (5,60) 1.09 3600.0 7→2 100 100 39.9

(200,120,25) (15,60) 2.49 3600.0 13→2 and 1→3 100 80 41.0

Table 1: Results obtained by solving PMMP with algorithm DPMMP on the instance set E (shorter

mold-setup times).

Instances Densities LSA LSA Molds MOD Overlap MOD

(|I|, |J |, |M |) (rij ,mjk) GAP % Time (
∑

k Njk) % free % Time

(50,30,5) (15,60) 0.00 71.4 – 0 – –

(120,80,20) (5,60) 2.73 3600.0 3→2 80 100 14.2

(120,80,20) (15,60) 4.17 3600.0 3→2 80 100 14.5

(200,120,25) (5,60) 3.83 3600.0 6→2 100 100 39.9

(200,120,25) (15,60) 6.20 3600.0 4→2 80 100 39.6

Table 2: Results obtained by solving PMMP with algorithm DPMMP on the instance set H (longer

mold-setup times).

The density of the piece-mold compatibilities is a factor that makes an instance harder than

another one, regardless of the mold-setup times. Indeed, when the piece-mold compatibility is only

5% there will be less options, therefore less variables.

Tables 1 and 2 show that the solutions given by LSA are close to the optimum since the gap

is never above 7% (or is never above 2.5% under the real system characteristics denoted in set E),

which is for the industry more than acceptable. Notice that the gaps for the harder instance set H

are larger since longer mold-setup times make the assignments of the molds to the machines more

difficult.

Except for the smallest instances, the computational times for the PMMP model reach the time

limit for LSA. Nevertheless, letting LSA run for more than one hour did not improve the gap much.

Figure 6 represents the relative gap of LSA for a single instance of set E along the time. Notice that

the quality of the solution is already acceptable after one hour: Although the gap keeps decreasing

beyond this limit, the drop in the gap gets shorter as the computational time increases.

We noted that the harder instances H required fewer times the use of MOD. Indeed, since the

mold-setup times are larger, in the optimal solution there is less tendency to use a mold on several
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Figure 6: Relative gap of LSA for a single instance of size (200,120,80) with density (15,60) of set

E along the time.

machines. Nevertheless, notice the case (200,120,25) from instance set H where six molds visit,

each one of them, two machines.

The counterintuitive case of molds assigned to several machines is in fact real and happens

frequently, making it necessary, in most of the cases, to use MOD. Moreover, MOD finds most of

the times a feasible mold to machine scheduling in less than one minute which is surprising for

a scheduling problem that has a very large value M in constraint (9). Actually, the number of

molds that may overlap in several machines is small compared to the ones that are fixed to only

one machine, making easy for MOD to find a feasible scheduling. Notice that the computational

time of MOD is equivalent for both H and E.

In Table 1 we can see more counterintuitive cases. For example, the last line instances present

an instance where 13 molds are used twice on different machines and one mold is used on three

different machines. Nevertheless, it is in this set where we find the two instances out of 100 for

which MOD could not find a feasible mold to machine scheduling for the solution given by LSA.

These instances needed a second iteration of the algorithm. We summarize the results obtained:

• The execution times of the second iteration where similar to the ones of the first iteration.

• After the second iteration, the decrement of the initial solution value is around 0.25%.

• Although the more convenient way of cutting off the infeasible solution of LSA is by including

the cut (21) (this restriction only forbids the infeasible solution), we obtained the same results

(same solution and same objective value) by forbidding the previous value of the objective

function z̄ i.e., adding to LSA z ≤ z̄ − 1. Contrary to cut (21), this last option does not

guarantee that we are leaving out an interesting feasible solution.
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• Experimentally, we did not find two different solutions with the same objective value which

validates the use of the simpler cut.

From this experimental section we conclude that our decomposition approach is efficient since for

the company the solutions are close enough to the optimum. In practice, the production planning

must be done only once a week therefore the computational time of our algorithm is reasonable.

As mentioned before, the optimality gap in this study was set close to 0. For a practical use, a

company could set the optimality gap to 1% to reduce the execution time of LSA.

6 Conclusions

We present in this study a real manufacturing process of pieces that are produced with molds which

are mounted on machines. Setup times between jobs, dedicated parallel machines, dedicated molds

and different production rates for each piece-mold pair are some of the main characteristics of the

problem. Moreover, we do not make the common assumption of forcing a mold to be placed on

a single machine. As a consequence, we deal with a more realistic description of the production

process itself. The objective function is about maximizing the weighted cost of the produced pieces.

We first propose a new integer quadratically constrained linear programming that represents

the PMMP problem. Since this model is difficult to tackle by itself, we present a decomposition

approach based on two new MILPs: the first one determines the lot-size of each piece and the piece-

mold-machine assignments, and the second one verifies that there is a feasible mold to machine

scheduling along the planning period.

Experimental results show that indeed, most of the solutions yield to configurations where the

molds visit more than one machine. Some instances have molds that visit up to three machines.

Our exact-based methodology gives, in a reasonable amount of time, solutions of high quality for

real size instances.
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